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Recommending API sequences is crucial in software development, saving developers time and effort. While
previous studies primarily focus on accuracy, often recommending popular APIs, they tend to overlook less
frequent, or “tail,” APIs. This oversight, often a result of limited historical data, consequently diminishes the
diversity of recommender systems. In this article, we propose DDASR, a framework for recommending API
sequences containing both popular and tail APIs. To accurately capture developer intent, we utilize recent
Large Language Models for learning query representations. To gain a better understanding of tail APIs, DDASR
clusters tail APIs with similar functionality and replaces them with cluster centers to produce a pseudo ground
truth. Moreover, a loss function is defined based on learning-to-rank to achieve an equilibrium in accuracy and
diversity due to the inherent tradeoff between them. To evaluate DDASR, we conduct extensive experiments
on Java and Python open source datasets. Results demonstrate that DDASR significantly achieves the best
diversity without sacrificing accuracy. Compared to seven state-of-the-art approaches, DDASR improves
accuracy metrics BLEU, ROUGE, MAP, and NDCG and diversity metric coverage by 108.28%, 67.30%, 88.59%,
and 45.83%, respectively, on the Java dataset, as well as 9.83%, 2.45%, 8.06%, and 8.03%, respectively, on the
Python dataset.
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1 Introduction
An API is a software interface that encapsulates underlying functionalities. Reusing APIs can
significantly enhance development efficiency and reduce associated costs [49, 52, 66]. However,
with the proliferation of APIs, developers often find it challenging to familiarize themselves with
all APIs in the libraries. A survey by Ko et al. [33] indicates that selecting the appropriate API poses
a significant learning barrier in user programming systems. Moreover, fulfilling user requirements
often necessitates more than just a single API. Developers typically need to look up API sequences
to solve tasks. For instance, to address a query like “Calculates covariance matrix needed assumes
an interpolation smoothing for now linear interpolation only diagonal propagates error correctly,” as
shown in Figure 1, a sequence of six APIs, including “scipy.searchsorted,” “scipy.sqrt,” “scipy.zeros,”
“scipy.diag_indices_from,” “scipy.matrix,” and “scipy.roll,” needs to be invoked.

It is a challenging problem to find appropriate API sequences from the vast array of APIs according
to developer requirements [61]. Recently, several approaches have been proposed to recommend
APIs for developers. These approaches fall into two major categories: information retrieval-based
approaches [26, 59, 72, 73, 80] that search for the most relevant solutions from the historical question
repository, and deep learning-based approaches [14, 21, 46] that adopt the Sequence-to-Sequence
(Seq2Seq) model to recommend API sequences generatively. Gu et al. [21] adopted a Recurrent
Neural Network (RNN) encoder-decoder and Elnaggar et al. [14] adopted a Transformer encoder-
decoder to obtain the results of the API sequence. Martin and Guo [46] applied CodeBERT [16] for
the task due to the improved performance of Large Language Models (LLMs). However, existing
API recommendation approaches usually recommend popular APIs, neglecting less frequently
used ones. Information retrieval-based API recommendation approaches [26, 72] usually match
new queries with historical queries in the historical database based on similarity, taking the most
similar historical query’s ground truth as the solution for the new query. Due to the sparse presence
of queries whose ground truths contain APIs with low individual frequencies in the historical
database, retrieval-based approaches have limitations in recommending APIs with low individual
frequencies [62, 76]. Deep learning-based API recommendation approaches [14, 21, 46] often
remove infrequently appearing words from the vocabulary or treat them as <UNK> tags, making
it challenging to recommend infrequently occurring APIs. In the example in Figure 1, information
retrieval-based API recommendation approaches like BIKER [26] and DGAS [72], as well as deep
learning-based methods such as DeepAPI [21], CodeBERT [46], and CodeTrans [14], all fail to hit
tail APIs. DeepAPI [21] generates the <UNK> tag, which holds no practical value for developers.

The long-tail effect [4, 54] occurs when APIs with low individual frequencies collectively consti-
tute a substantial portion. As shown in Figure 2, the long-tail distribution that is objectively present
in API libraries can be observed in two open source datasets: a Java dataset [21] and a Python
dataset [46]. In the two datasets, APIs occurring twice or less are categorized as tail APIs, whereas,
the rest are non-tail APIs. This distinction aligns with the previous deep learning-based approaches
[14, 21, 46]. There is a similar distribution pattern in Figure 2(a) and (b). Tail APIs account for a
substantial proportion of APIs used in software engineering, representing more than 65% in the
open source Java dataset and over 40% in the Python dataset. Zhong and Mei [85] observed that
fewer than 10% of APIs are frequently invoked, based on an analysis of over 2 million lines of code
in J2SE. Similarly, Ma et al. [45] found that only about 20% of J2SE’s APIs are commonly used after
examining 39 Java projects. Frequently occurring non-tail APIs are clustered in a small portion at
the head, while tail APIs, despite their low individual occurrence frequency, cover a large scale in
quantity. The high proportion of tail APIs indicates the developers’ need for specific functionali-
ties, underscoring the importance of recommending these APIs in daily programming tasks [11].
From a cognitive perspective, developers are generally more familiar with commonly used APIs
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Fig. 1. An example query that needs to be addressed using an API sequence in Java.

Fig. 2. Long-tail distribution of APIs in the datasets. (a) Distribution in the Java dataset, and (b) distribution
in the Python dataset.

(i.e., non-tail APIs) [61], making tail APIs more challenging to learn and use due to the scarcity of
existing code samples [85]. This emphasizes the necessity of supporting developers in efficiently uti-
lizing less common, yet essential, APIs. Despite their infrequent appearance, tail APIs may be crucial
for developers to solve specific tasks [33, 85]. For instance, as shown in Figure 1, two SciPy APIs,
“scipy.diag_indices_from” and “scipy.roll,” are tail APIs that play important roles in computing the
covariance matrix, which accounts for errors in linearly interpolated data. “scipy.diag_indices_from”
is used to access and set the diagonal elements of a square array, while “scipy.roll” shifts the elements
of an array circularly around the specified axis. These functions are indeed key to calculating a
covariance matrix that accurately reflects the propagation of errors through a linear interpolation
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process. Additionally, from the perspective of API designers, even though tail APIs are seldom
invoked, they are often essential for other APIs and have the potential to become more popular in
the future [85]. Hence, learning the representation of tail APIs is essential for API recommendation.
However, this is challenging due to the sparse historical usage data of tail APIs [55].

Increasing the aggregated diversity of API sequence recommendation systems, which refers to
the variety of different APIs included in the result set generated by the recommendation system
[1, 2, 4, 32, 76], can alleviate dependence on popular APIs and enhance the utilization of tail APIs
[61, 76]. This, in turn, contributes to the healthy development of the software ecosystem [85]. In
addition to expanding the variety of APIs, the balance between the accuracy and diversity of the
recommender system should also be considered. As a result, both non-tail and tail APIs must be
represented in the recommendation results. However, accuracy and diversity are contradictory
metrics, and balancing them becomes another challenge.

To address these issues, we propose a Deep Diverse API Sequence Recommendation
(DDASR) framework, which can recommend both non-tail and tail APIs and increase diver-
sity without sacrificing accuracy. To better capture developer requirements, we leverage the recent
advancements in LLMs. Due to the lack of historical data for tail APIs, their features cannot be ade-
quately acquired. To alleviate the sparsity, we cluster tail APIs with a similarity matrix and substitute
them with cluster centers. This strategy helps us establish a pseudo ground truth that includes both
non-tail and tail APIs. The similarity matrix is built by calculating the similarity through the de-
scription and name of tail APIs. In addition, given that accuracy and diversity are two contradicting
indicators, a loss function based on the Learning-to-Rank (LTR) technique is defined to optimize
the ranking of recommendations while maintaining a balance between accuracy and diversity.

To demonstrate the effectiveness of DDASR, five state-of-the-art API recommendation ap-
proaches, i.e., DeepAPI [21], BIKER [26], DGAS [72], CodeBERT [46], and CodeTrans [14], as well
as GPT-3.5 and GPT-4, are selected as baselines, with Bilingual Evaluation Understudy (BLEU),
Recall-Oriented Understudy for Gisting Evaluation (ROUGE), Mean Average Precision
(MAP), Recall-Oriented Understudy for Gisting Evaluation (ROUGE) and Normalized Dis-
counted Cumulative Gain (NDCG) as accuracy evaluation metrics, and coverage as the diversity
evaluation metric. Two open source datasets, a Java [21] dataset and a Python [46] dataset, as well
as a diverse Java dataset derived from the Java dataset, are employed for evaluation. We evaluate the
performance of DDASR utilizing three architectures: RNN encoder-decoder, Transformer encoder-
decoder, and LLM encoder-decoder. The RNN and Transformer encoder-decoder architectures
aim to reproduce the approaches proposed by Gu et al. [21] and Elnaggar et al. [14]. For the LLM
encoder-decoder model, we use the recent five LLMs, such as CodeBERT [16] and GraphCodeBERT
[23]. Overall performance is the best when using CodeBERT. In terms of accuracy metrics BLEU,
ROUGE, MAP, and NDCG, DDSAR outperforms the baselines by an increase of 63.90%, 34.88%,
46.70%, and 128.60%, respectively, on the original Java dataset, 108.28%, 67.30%, 88.59%, and 207.37%,
respectively, on the diverse Java dataset, and 9.83%, 2.45%, 8.06%, 3.26%, respectively, on the Python
dataset. Regarding the diversity metric coverage, DDSAR surpasses the baselines by an increase
of 45.83% on the diverse Java dataset and 8.03% on the Python dataset. The results indicate that
DDASR can significantly increase diversity in recommended API sequences without compromising
accuracy. The replication package of DDASR is released at GitHub.1

The main contributions of our work are as follows:

—We propose DDASR, a novel framework for recommending API sequences, striking a balance
between accuracy and diversity.

1https://github.com/WHU-AISE/DDASR
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—We focus on the long-tail distribution in API sequence recommendation. We cluster tail APIs
with functional similarity and construct a pseudo ground truth by replacing tail APIs in the
original ground truth with cluster centers, effectively mitigating the sparsity of historical
usage data for tail APIs.

—We conduct extensive experiments to evaluate DDASR using open source Java and Python
datasets. A diverse Java dataset is also constructed for further evaluation. The experimental
results show that our approach achieves significant diversity without reducing accuracy.

The rest of the article is organized as follows. We present related work in Section 2. We describe
the technical details of DDASR in Section 3. We describe our experimental setup and the evaluation
results in Section 4. We discuss threats to validity in Section 5. Finally, we conclude the article and
put forward future work in Section 6.

2 Related Work
Recommender systems have been extensively studied and applied in software engineering to aid
developers in resolving issues of development requirements [20, 61]. This section mainly discusses
the literature on recommender systems closely related to this article, including API recommendation,
sequence recommendation, and diverse recommendation.

2.1 API Recommendation
API recommendations generally start from developers’ requirement queries. Recent research in
API recommendation primarily relies on two frameworks: information retrieval and deep learning.

Information Retrieval-Based Approaches. API recommendation approaches based on information
retrieval typically perform similarity calculations from the historical library to match existing
solutions. Zhong et al. [86] proposed MAPO to mine API usage patterns with sequential rules
between APIs. McMillan et al. [47] proposed Portfolio, a tool for finding relevant functions based
on PageRank from an extensive archive of C/C++ source code. Chan et al. [8] improved Portfolio
using the API graph search algorithm. Raghothaman et al. [58] presented SWIM, an approach
designed to find APIs related to the query from user click data and then locate API sequences
by extracting and matching structured API sequences from GitHub. RACK [59] recommends
APIs by exploiting keyword-API associations from Stack Overflow. Zhang et al. [80] proposed
RASH to recommend APIs based on API specifications and the resolution of historical questions.
Huang et al. [26] proposed BIKER, which combines historical questions and answers in Stack
Overflow with API descriptions. Wei et al. [73] proposed CLEAR, which utilizes BERT sentence
embeddings and contrastive learning to capture the semantic information. DGAS [72] utilizes
documentation-guided cross-modal attention and documentation-guided cross-modal matching to
bridge the gap between text and API. Information retrieval-based API recommendation systems
typically operate by matching the current query with historical queries in the database based on
similarity, considering the API sequence from the most similar historical query as the solution for
the current query. However, due to the sparsity of data in the historical database for queries that
tail APIs can resolve, these systems struggle to capture the relevance between queries solvable
by tail APIs and the current new query [62, 76]. This limitation makes it difficult for information
retrieval-based systems to recommend tail APIs effectively.
Deep Learning-Based Approaches. Deep learning-based generative API recommendation may

produce creative results [37]. Niu et al. [50] extracted multiple features and employed LTR to recom-
mend APIs and code examples. DeepAPI [21] builds an open source dataset and customizes the RNN
encoder-decoder neural language model for API sequence recommendation. Martin and Guo [46]
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developed a Transformer-based neural architecture with CodeBERT [16], an encoder-only pre-
trained model, for API sequence learning. CodeTrans [14] uses both supervised and self-supervised
tasks to build a language model, which has been applied to API sequence recommendation with the
Transformer encoder-decoder architecture. Unfortunately, models such as DeepAPI and CodeTrans
often split a complete API into multiple word or symbol fragments, potentially resulting in incorrect
API recommendations.

2.2 Sequence Recommendation
A solution to a query involving development requirements often consists of a series of APIs.
Classic sequence recommender systems adopt a Markov chain [60] to mine frequent patterns in
sequence data. With the development of neural networks, RNN and its variants, such as Gated
Recurrent Unit (GRU) [24], Long Short Term Memory (LSTM) [75], and hierarchical RNN
[56], are recognized as beneficial for sequence recommendation. A few works [65, 79] applied
convolutional neural networks to sequence recommendation. By adapting attention and self-
attention mechanisms, researchers have recently developed many approaches, including NARM
[39], SASRec [31], and ATTRec [82]. Recently, researchers have begun exploring the use of LLMs
for sequence recommendation tasks [17]. LLMs can be adapted to user data collection, feature
engineering, and feature encoder [42]. When applying LLMs, it is important to consider whether to
fine-tune them during the training phase. For instance, models like TransRec [18], UNBERT [81],
and LMRecSys [83], benefit from fine-tuning during the training phase. In contrast, models such as
ChatGPT [13, 25, 43, 64] are designed to operate without the necessity for task-specific fine-tuning
during the training phase.

2.3 Diverse Recommendation
Typical approaches for enhancing recommendation diversity can be classified into three categories:
pre-processing, in-processing, and post-processing.
Pre-Processing Approaches intervene in the recommendation system before the model train-

ing. DCF [12] regards the diverse recommendation as an end-to-end supervised learning task
and constructs ground truth labels to explicitly idealize the optimization target. ART [36] lever-
ages a strategy of pre-defining user types to enhance the diversity of recommendations. DGCN
[84] includes two pre-defined sampling strategies for diversified recommendations with Graph
Convolutional Networks. In addition, the studies [53, 78] utilized long-tail items directly for rec-
ommendations. Kim et al. [32] clustered long-tail items to predict a ranked list containing general
and diverse items in the next item recommendation.

In-Processing Approaches are applied during the model training process. Wasilewski and Hurley
[71] explored the use of regularisation to enhance the diversity of recommendations. Li et al. [40]
utilized factorized category features based on matrix factorization. Zhou et al. [87] adapted the
Simpson’s Diversity Index and considered the evenness of the number of the items’ classes.

Post-Processing Approaches re-rank recommended items based on certain diversity metrics. MMR
[7] uses a model that treats relevance and diversity as independent metrics. Ziegler et al. [88]
presented topic diversification to balance and diversify recommendation results. Adomavicius and
Kwon [1] eliminated variations in popularity by assigning different weights to items. Jiang et al.
[29] explicitly modeled sub-topics to retrieve diverse results. DDP [10, 74] employs a unified model
to assess differences among items in a set-wide way.

3 Approach
Figure 3 shows the overall framework of DDASR, which consists of four main components:
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Fig. 3. Overall framework of DDASR.

(1) Data Pre-Processing (cf. Section 3.1). We obtain query-APIseq pairs, which contain queries
and corresponding API sequences. The non-tail and tail APIs are determined by figuring out
how frequently they occur. Moreover, we crawl descriptions of tail APIs from the official API
documents.

(2) Pseudo Ground Truth Building (cf. Section 3.2). We calculate the functional similarity among
tail APIs with their descriptions and names. A pseudo ground truth, which contains both
non-tail and tail APIs, is established by clustering tail APIs and substituting them with cluster
centers.

(3) Model Training (cf. Section 3.3). Our model applies two techniques: Seq2Seq (cf. Section 3.3.1)
and LTR (cf. Section 3.3.2). The Seq2Seq model is used to translate a given natural language
query to a ranked list of possible API sequences. LTR calculates a loss function and ranks
these API sequences. We integrate LTR within the Seq2Seq architecture to balance accuracy
and diversity in the recommended API sequences. Lastly, Beam Search [34] is utilized to
suggest relevant API sequences for developer queries.

(4) Online Recommendation. When developers input a query, DDASR can recommend an appro-
priate API sequence solution.

3.1 Data Pre-Processing
As shown in Figure 4, for query pre-processing, we use the NLTK package [6] to remove stop words
and extract the backbone of query terms. In previous generation-based studies [14, 21, 46], an API is
typically divided into multiple fragments, where each fragment is a symbol or word representing the
class or method name. For example, “scipy.searchsorted,” an API in Python programming language,
will be split into three fragments: “scipy,” “.,” and “searchsorted,” as shown in Figure 4(a). Such
division in pre-processing lengthens the API sequence, complicating the modeling of the API
calling relationship and dramatically increasing computational costs. Furthermore, this approach
often results in mismatched API fragments when generating recommendations for developers. As
shown in Figure 1, the deep learning-based method DeepAPI [21] recommends the API fragments
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Fig. 4. An example for data pre-processing phase.

“scipy,” “.,” and “transpose,” which are combined to form the complete API name “scipy.transpose.”
However, upon analysis, we find that this is an incorrect API, highlighting issues in combining
class and method names.

Inspired by the word embedding technique [5], we recombine these fragments into complete
APIs, allowing the model to better learn the calling relationship between APIs and reducing the
computation of decoding APIs. After pre-processing the queries and API fragments, the corpus
containing query-APIseq pairs for Java and Python are obtained, as shown in Figure 4(b). Subse-
quently, we conduct a frequency analysis of API occurrences and distinguish between non-tail and
tail APIs.

For tail APIs, we mine their descriptions to facilitate functional similarity calculations, as illus-
trated in Figure 4(c). To achieve this, we download both official API documentation and third-party
documents. Then we parse the HTML file of each API class to extract their descriptions. Gener-
ally, APIs with inheritance relationships tend to have similar functions. Therefore, we also mine
descriptions of APIs within these inheritance relationships as a supplementary measure.

3.2 Pseudo Ground Truth Building
Traditional API sequence recommendation approaches often overlook tail APIs, either by ignoring
them or labeling them as <UNK> tags, which leads to these APIs being under-recommended. Noting
that APIs with similar functions typically share analogous functionalities, we cluster tail APIs
with similar functionality and then substitute them with cluster centers to build a pseudo ground
truth. This pseudo ground truth includes both non-tail and tail APIs, ensuring comprehensive
recommendations. In this context, we use )� and #� to represent tail APIs and non-tail APIs,
respectively.

3.2.1 Similarity Calculation. As a primary indicator, the name of an API typically reflects its
function, while the official API documentation describes its functionalities. In this section, we
calculate the functional similarity among tail APIs using both their documentation descriptions
and names [35]. A functional similarity matrix is ultimately constructed, containing the functional
similarity between each pair of tail APIs.

Similarity Calculation of API Documentation Descriptions. We observe that official documentation
contains numerous inheritance associations among APIs. To augment the descriptions of child
APIs, we append the official descriptions of their parent APIs. Designing APIs with a preference
for shallow inheritance hierarchies is considered a good design principle and is widely accepted
and recommended [19]. Therefore, we only consider API descriptions that involve inheritance
relationships of parent nodes. Let D8 = {�8,B , �8,? } represent the description set of tail API )�8 ,
where�8,B is the description of)�8 itself, and �8,? denotes the description inherited from the parent
node of )�8 .
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We use BM25, an algorithm for evaluating the similarity between search statements and doc-
uments in the corpus, to calculate the description similarity between tail APIs. To assess the
text-similarity between two descriptions, �1 and �2, we approach it in a bifurcated manner:
(8<(�1 → �2) and (8<(�2 → �1). These are calculated using the BM25 algorithm, yielding
two asymmetric scores. This approach recognizes that the impact of a morpheme can vary across
different sentences, necessitating a nuanced evaluation of similarity. Then the harmonic mean is
taken as the similarity score (8<(�1, �2) between the two asymmetric scores:

(8< (�1, �2) =
2 × (8< (�1 → �2) × (8< (�2 → �1)
(8< (�1 → �2) + (8< (�2 → �1)

. (1)

Due to the inheritance relationship, each tail API description set D includes both its description
and the descriptions of its parents. However, the description of its parents cannot fully reflect the
functionalities of a tail API. Therefore, we set up a semaphore �� as the weight to distinguish the
impact of descriptions from different sources. According to [67], we set DI to 2 if the description
similarity is calculated based on the tail API’s description; otherwise, DI is set to 1. After iterating
through all descriptions in D, we take the maximum similarity as the description similarity B8<�
of two tail APIs:

B8<� ()�8 ,)� 9 ) =<0G{�� × (8<(�8,: , � 9,<) |�8,: ∈ D8 0=3 � 9,< ∈ D9 }. (2)

Similarity Calculation of API Names. We use the Levenshtein distance [38], a minimum edit
distance algorithm, to calculate the similarity between the names of tail APIs. The Levenshtein
distance is computed as the minimum number of three single-character edit operations, including
deletion, insertion, and substitution (matching or mismatching), for converting one API name to
another:

!4E#8 ,# 9
(:,<) =


<0G (:,<), <8=(:,<) = 0

<8=
©­«

!4E#8 ,# 9
(: − 1,<) + 1,

!4E#8 ,# 9
(:,< − 1) + 1,

!4E#8 ,# 9
(: − 1,< − 1) + 1#8 [: ]≠# 9 [<]

ª®¬ , >Cℎ4AF8B4
, (3)

where #8 and # 9 represent the names of tail APIs )�8 and )� 9 , respectively. The indices : and<
correspond to the positions within #8 and # 9 , respectively. The function !4E#8 ,# 9

(:,<) calculates
the distance between the first : characters of #8 and the first< characters of # 9 . In the minimum
operation, the first term accounts for deletion implying the removal of a character from #8 to match
# 9 . The second term accounts for insertion, denoting the addition of a character to #8 . The final
term represents the cost of substitution, which is determined by the indicator function 1#8 [: ]≠# 9 [<] .
The function yields 1 if #8 [:] ≠ # 9 [<], indicating a mismatch, and 0 if they match.

The name similarity, B8<# , is calculated based on the Levenshtein distance:

B8<# ()�8 ,)� 9 ) = 1 −
!4E#8 ,# 9

( |#8 |, |# 9 |)
<0G ( |#8 |, |# 9 |)

, (4)

where |#8 | and |# 9 | represent the length of #8 and # 9 , respectively. !4E#8 ,# 9
( |#8 |, |# 9 |) equals 0

when #8 = # 9 .
Functional Similarity Matrix. Due to the different calculation methods of description similarity

(8<� and name similarity (8<# , they exhibit a significant difference in scale. Therefore, we employ
Min-Max Normalization to standardize their scales. When the normalized similarity measures B8<�
and B8<# exceed respective thresholds X1 and X2, the APIs in question are considered to have
related descriptions or names. Otherwise, their similarity is deemed irrelevant and is effectively
set to zero. The values of U and V will be discussed in Section 4.6.4, where U and V represent the
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Fig. 5. The original ground truth and the pseudo ground truth of API sequence recommendation.

weights assigned to B8<� and B8<# , respectively, under the condition that U + V = 1. The final
similarity score, (8<, is calculated by adding B8<� and B8<# after normalizing them with weights:

(8<()�8 ,)� 9 ) = U ×<0G (
B8<� ()�8 ,)� 9 )

B8<�<0G − B8<�<8=
− X1, 0) + V ×<0G (

B8<# ()�8 ,)� 9 )
B8<#<0G − B8<#<8=

− X2, 0).
(5)

We calculate the similarity of all tail APIs in pairs to obtain an = × = symmetric similarity score
matrix SM.

3.2.2 Clustering and Replacing. To improve the representation of tail APIs, we build a pseudo
ground truth by clustering the tail APIs based on the functional similarity matrix and replacing the
tail APIs with cluster centers.

For a given query & in the original ground truth, the answer is a sequence that consists of
a series of APIs, such as < #�1, #�2,)�1, #�3,)�2,)�3 >. Due to the sparse historical usage
data of tail APIs, directly using the original ground truth, which contains a large number of tail
APIs, poses significant challenges to accuracy [28, 44, 63]. Traditional deep learning-based API
sequence recommendation approaches [14, 21, 46] treat the sequence as < #�1, #�2, #�3 > or
< #�1, #�2, < *# >, #�3, < *# >, < *# >> since they delete tail APIs, i.e., )�1, )�2,
and )�3, or use <UNK> tags to replace them in the pre-processing phase as shown in Figure 5. In
addition, we conduct experiments using the original ground truth and the pseudo ground truth
(where tail APIs are treated as <UNK> tags) on two deep learning-based methods, DeepAPI and
CodeBERT. The experimental results shown in Table 1 demonstrate that the accuracy of both
models dramatically decreases when directly using the original ground truth compared to the
pseudo ground truth. This indicates that the processing of the pseudo ground truth is effective in
improving the accuracy of deep learning-based models. However, in existing methods [14, 21, 46],
tail APIs are treated as <UNK> tags in constructing the pseudo ground truth, which prevents the
recommendation of these important APIs to developers. Thus, we apply spectral clustering [68] to
group tail APIs based on functional similarity, effectively representing similar tail APIs with their
cluster centers.

We treat the similarity matrix SM of tail APIs as an adjacency matrix and use it to calculate a
diagonal symmetric matrix with dimension = × =, denoted as D806:

D8068 9 =

{∑
: SM8: , 8 = 9, 0 ≤ : < =

0, 8 ≠ 9
. (6)
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Table 1. Evaluation Results of DeepAPI
and CodeBERT with Different Ground
Truths on the Java and Python Datasets

Models Type of
Ground Truth

Java Dataset Python Dataset

�!�*$

DeepAPI OGT 20.18 39.61
PGT(<UNK>) 28.65 47.54

CodeBERT OGT 42.11 47.93
PGT(<UNK>) 50.86 52.40

“OGT” represents the original ground truth and
“PGT(<UNK>)” represents the pseudo ground truth
built by replacing tail APIs with <UNK> tags.

Algorithm 1 : Generate Sample Points for Spectral Clustering
Input: SM: Similarity matrix of tail APIs. 2: number of clusters.
Output: Y = {~1, ~2, . . . , ~=}: Sample points.
Begin
1: /* Compute the diagonal matrix. */
2: D806 ← 3806(∑:SM0: ,

∑
:SM0: , . . . ,

∑
:SM0: )

3: /*Compute the normalized Laplace matrix. */
4: LAB~< ← D806−1/2 (D806 − SM)D8061/2
5: /*Compute the first 2 eigenvectors D1, D2, . . . , D2 of LAB~< . */
6: U← [D1, D2, . . . , D2 ] ∈ R=×2
7: /*Compute matrix T from matrix U by individually normalizing each row with !2-norm. */
8: T← [C8 9 = D8 9/

√∑=
<=1 D

2
8<
] ∈ R=×2

9: /*Define ~8 ∈ R2 as the vector associated with the ith row of matrix T. */
10: Y← {~8 = A>F8 (T)}=8
11: return Y

Based on Equation (6), we define a normalized symmetric Laplace matrix LAB~< :

LAB~< = D806
− 1

2 (D806 − SM)D806
1
2 . (7)

Algorithm 1 generates sample points based on tail APIs and their similarity matrix SM for
clustering. We begin by computing D806 and LAB~< (Lines 1–4). Then we calculate the eigenvalues
of LAB~< and select the first 2 eigenvalues after sorting in ascending order. After calculating the
eigenvectors of eigenvalues, we take them as column vectors to form the matrix U (Lines 5–6).
Finally, the vectors in each row of U are converted to unit vectors to form new sample points Y
(Lines 7–10).

After that, we use the k-means algorithm to assign tail APIs with similar functionality into
a cluster TA = {TA1, TA2, . . . ,TA9 , . . .TA2 } based on sample points . , where 2 represents the
number of cluster centers. For the cluster TA9 , )� 9 is the cluster center. Recommending cluster
centers can expose some hidden tail APIs, increase the diversity of recommendations, and offer ad-
ditional perspectives and possibilities, thereby inspiring developers’ creativity due to the functional
similarity of the exposed and hidden tail APIs in the clusters [9]. Therefore, we substitute tail APIs
with cluster centers. For an API sequence represented as < #�1, #�2,)�1, #�3,)�2,)�3 >, we
restructure it to < #�1, #�2,)�1, #�3,)�1,)�2 > to build a pseudo ground truth, as illustrated

ACM Transactions on Software Engineering and Methodology, Vol. 34, No. 6, Article 162. Publication date: July 2025.



162:12 S. Nan et al.

Fig. 6. An example of building the pseudo ground truth. (a) The original ground truth, (b) the pseudo ground
truth built by clustering tail APIs and replacing them with cluster centers (as done in our method), and (c)
the pseudo ground truth built by replacing tail APIs with <UNK> for the query (as done in prior methods).

in Figure 5. This restructuring is based on the categorization of )�1 and )�2 as belonging to the
same cluster TA1, while )�3 is classified under a different cluster TA2. Figure 6 shows an example
of building the pseudo ground truth. There are two clusters of tail APIs as shown in Figure 6. For
the query, Figure 6(a) is the original ground truth, Figure 6(b) is the pseudo ground truth built by
clustering tail APIs and relocating with the cluster centers, and Figure 6(c) is the pseudo ground
truth constructed by replacing tail APIs with <UNK> tags. Moreover, the number of occurrences of
each cluster is the sum of the number of occurrences of tail APIs belonging to the cluster. However,
the clusters serve as substitutes for the tail APIs in the training process. Each tail API cluster should
not appear more frequently than the non-tail APIs. Thus, we set the number of clusters 2 such that
the average number of tail APIs in clusters approximates that of non-tail APIs, and ensure that the
item count in each cluster does not substantially exceed that of non-tail APIs.

3.3 Model Training
3.3.1 Seq2Seq Model. DDASR applies Seq2Seq, an encoder-decoder model, to generate API

sequences. For a given query, the encoder can produce a contextualized embedding vector, which
is used by the decoder to produce an API sequence. The LLM encoder-decoder architecture is used
in DDASR, with LLMs serving as the encoder to capture developer requirements and a six-layer
Transformer acting as the decoder.

3.3.2 LTR Loss Function. To achieve a balance between accuracy and diversity, we adopt ListMLE
[77], a listwise LTR method, as our loss function. By utilizing ListMLE to model the rankings of all
API sequences generated, we learn the order of ranking to balance the effect of tail API clusters on
diversity by improving the prediction accuracy of the rankings, thus allowing the model to increase
diversity without sacrificing accuracy. For a given query & and corresponding API sequence � in
the pseudo ground truth, we define a sequence probability distribution based on Plackett-Luce [77]
for the recommendation results as follows:

% (A|B) =
<∏
8=1

i (B�−1 (8 ) )∑<
D=8 i (B�−1 (D ) )

, (8)

where �−1 (8) represents the APIs sorted to the ith positions in sequence A =< �1, �2, · · · , �< >.
B�−1 (8 ) is a ranking score of item �8 from ranking scores vector B = 5 (G) and i () is an exponential
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mapping function, namely i (G) = 4G? (G). The better the fit between A and B , the higher the
probability value % (A|B).

We define our loss function ! as the inverse of log-likelihood:

! = −;>6% (A|5 (G)), (9)

where ! is a convex function so that we can optimize it directly with gradient descent.
Finally, DDASR produces top-k API sequences for each given query by using Beam Search [34],

a heuristic search strategy based on the average loss.

4 Evaluation
In this section, we evaluate the proposed DDASR approach. We will study the following four
ResearchQuestions (RQs):

—RQ1: How accurate is DDASR in comparison with the state-of-the-art approaches?
—RQ2: Does DDASR improve diversity while maintaining accuracy?
—RQ3: Can DDASR help programmers address tasks more effectively?
—RQ4: How do the different functional similarity algorithms and the parameter weights in the
similarity algorithms affect the performance of DDASR?

4.1 Experiment
All our experiments were performed on a Supermicro GPU server with Intel(R) Xeon(R) E5-2640 v4
x86_64, 2.4 GHz, 2 GPUs (NVIDIA Tesla V100 16 GB), and the CentOS 7.5 Linux operating system.
The machine learning models were implemented with the PyTorch library.

4.2 Data
We utilize two open source datasets: one for the Java programming language [21] and the other for
the Python programming language [46]. The Java dataset constructed by Gu et al. [21] consists of
7 million annotation-API sequence pairs. These are extracted by mining Java projects on GitHub
that have garnered more than one star. We treat the natural language annotations as queries.
However, in the original Java dataset, we find about 6 million duplicate records and many errors
in the API sequences, as illustrated in Table 2. We eliminate the duplicate records. Subsequently,
our examination revealed a total of 25,862 records containing mismatched symbols, with the
predominant issue being a disparity in the count of left and right parentheses. To address this
imbalance, we primarily rectified the records by adding parentheses where necessary to achieve
symmetry. In addition, we find 3,552 records whose class or method names mismatch the official API
documentation. We revise them manually by consulting the API documentation. Our developers
manually review approximately 20k processed APIs. Finally, we obtain a repository in Java, including
about 760k query-APIseq pairs and 120k APIs. Additionally, we observe a phenomenon that the test
set of the original dataset contains very few query-APIseq pairs of tail APIs. To evaluate the diversity
in API sequence recommendation, we build a diverse Java dataset with an equal distribution of
pairs containing tail APIs in the training and test sets by stratified random sampling. The Python
dataset constructed by Martin and Guo [46] consists of about 855k records by collecting Python
projects with at least five stars. After a comprehensive investigation, we do not find the issue shown
in Table 2. Moreover, the Python dataset contains a balanced record of tail APIs in both the test and
training sets and can be used to evaluate diversity without constructing a separate diverse dataset.
Finally, we obtain the Python dataset that contains around 855k query-APIseq pairs and 8.5k APIs.
Table 3 shows the summary of the datasets.
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Table 2. Five Data Cleaning Steps on the Original Java Dataset with Corresponding Scenarios, Processing
Methods, and Examples

Type Scenarios Processing Method Example Example after Processing

Duplicate
pairs

Duplicate records for
the same

query-APIseq pairs in
the dataset.

Delete duplicate records
and keep only one. - -

Class name
errors

Class name is
inconsistent with the

official API
documentation.

Change to standard class
name according to the

official API
documentation.

CDRInputStream_1_0.<init > CDRInputStream.<init >

Method name
errors

Method name is
inconsistent with the

official API
documentation.

For those caused by
spelling errors, make the
necessary corrections. For
method names that do not
exist, remove the entire

API.

ConcurrentLinkedDeque.succ -

Not all actual
arguments have been
completely removed.

Remove the actual
arguments from the

method name.
StringBuilder.append(“time”) StringBuilder.append

Mismatched
symbols

The number of left
and right parentheses

is unequal.

Complete the mismatched
parentheses. ArrayList<.append ArrayList<>.append

Table 3. Summary of the Datasets

Datasets # Pairs # Pairs Containing Tail APIs # Non-Tail APIs # Tail APIs

Java
dataset

Training set 7,519,907 63,239 46,245 79,797

Test set 9,975 175 12,895 227

Diverse Java
dataset

Training set 752,919 62,654 46,180 78,521

Test set 7,600 760 12,198 1,555

Python
dataset

Training set 835,069 3,914 4,949 3,534

Test set 10,000 131 1,914 153

For the descriptions of tail APIs, we mine the API documentation based on the class names
of long-tail APIs. When experimenting on Java, we download the Java SE 8 API documentation2

and third-party documentation, such as Spring Boot,3 JUnit,4 and Log4j.5 When experimenting
on Python, we crawl the official documentations of Python 3,6 Numpy,7 SciPy,8 PyTorch,9 and
Pandas10 to mine the descriptions.

2http://www.oracle.com/technetwork/java/javase/
3https://docs.spring.io/spring-boot/docs/2.6.12/api/
4https://junit.org/junit4/javadoc/latest/
5https://logging.apache.org/log4j/2.x/log4j-api/apidocs/
6https://docs.python.org/3.8/
7https://numpy.org/doc/stable/reference/
8https://docs.scipy.org/doc/scipy/reference/
9https://pytorch.org/docs/stable/
10https://pandas.pydata.org/docs/reference/
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4.3 Baselines
We selected seven state-of-the-art approaches as competing models: DeepAPI [21], BIKER [26],
DGAS [72], CodeBERT [46], CodeTrans [14], GPT-3.5, and GPT-4. Among them, BIKER and DGAS
are information retrieval-based methods, while GPT-3.5 and GPT-4 are generative models capable
of producing API sequences based on input prompts. These two LLMs were chosen as baselines
due to their superior performance across various natural language processing tasks compared to
other open source and closed-source LLMs [51]. The remaining models, DeepAPI, CodeBERT, and
CodeTrans, are generative approaches based on deep learning techniques.

—DeepAPI 11 [21] adapts an RNN encoder-decoder model to encode a query into a fixed-length
context vector and generate API sequences based on the context vector.

—BIKER12 [26] extracts API-related posts of Stack Overflow, treating the titles of the questions
as search queries and the APIs mentioned in the accepted answers as the canonical solu-
tions. The tool mainly calculates the similarity of questions and recommends the APIs of
similar questions. To adapt BIKER for API sequence recommendation, we make the necessary
modifications to its open source code. The detail of modifications is shown on GitHub.13

—DGAS14 [72] utilizes a multi-head self-attention network and trains a deep learning net-
work for API sequence search through three phases: the inner-modal attention phase, the
documentation-guided attention phase, and the documentation-guided cross-modal attention
phase. In the searching phase, DGAS searches for a ranked list of relevant API sequences
based on the matching scores calculated between the query and API sequences by the trained
network.

—CodeBERT 15 is reproduced by Martin and Guo [46] to generate API sequences by fine-tuning
CodeBERT [16], a pre-trained model, on the Java and Python datasets.

—CodeTrans16 [14] combines encoder-decoder and Transformer models and explores different
training strategies to recommend API sequences. In addition, CodeTrans provides a pre-trained
model for the task of API sequence generation on the original Java dataset, which we utilize
directly for experimental comparison.

—GPT-3.517 is a model improved on GPT-3. We use OpenAI’s APIs to access its latest version,
gpt-3.5-turbo.

—GPT-418 is a large multi-modal with broader general knowledge and advanced reasoning
capabilities. We also use OpenAI’s APIs to access its latest version, gpt-4-turbo.

—Ablation Studies. Our DDASR comprises three key components: recombining fragments into
complete APIs, building the pseudo ground truth, and training the Seq2Seq model with a LTR
loss function. Since the three components in our DDASR are in an incremental relationship,
where the second component depends on the first and the third component depends on the
second, we design two variants of DDASR, DASR (containing only the first component),
and DASR+PGT (containing the first two components), for ablation studies. Our DDASR
incorporates all three components.

11https://github.com/guxd/deepAPI
12https://github.com/tkdsheep/BIKER-ASE2018
13https://github.com/WHU-AISE/DDASR
14https://github.com/helloDGASworld/DGAS_dataset
15https://github.com/hapsby/deepAPIRevisited
16https://github.com/agemagician/CodeTrans
17https://platform.openai.com/docs/models/gpt-3-5-turbo
18https://platform.openai.com/docs/models/gpt-4-turbo
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–DASR is a variant of our DDASR, which is designed to be an ablation study to assess the
effect of the first component—merely recombining API fragments. In DASR, API fragments
are combined into complete APIs during the construction of the pseudo ground truth, with
tail APIs treated as <UNK> tags. The loss function of DASR is Cross Entropy, following the
previous work [21, 46].

–DASR+PGT is to assess the impact of integrating DASR with the pseudo ground truth
component. DASR+PGT constructs pseudo ground truth using the cluster centers of tail
APIs. Its loss function is also Cross Entropy.

4.4 Model Selection
We consider three types of encoder-decoder models in our experiment.

—RNN Encoder-Decoder Model. We choose the model because it is used to generate API sequences
by Gu et al. [21]. A standard Bidirectional LSTM is employed in the encoder, and the decoder
is a GRU network.

—Transformer Encoder-Decoder Model. The encoder and decoder consist of six layers of Trans-
former encoder and decoder components. CodeTrans [14] also employs a similar architecture
to accomplish tasks.

—LLM Encoder-Decoder Model. LLMs currently demonstrate outstanding performance in various
natural language processing tasks. They are categorized into three architectures: encoder-
only, decoder-only, and encoder-decoder. Decoder-only models have vocabulary limitations
and heavily rely on the presence of tokens in their vocabulary for prediction [57]. The APIs
in the pseudo ground truth are not included in the vocabulary of decoder-only models,
resulting in no matches with any tokens in the model’s fixed vocabulary [63]. Additionally,
our loss function based on LTR is specifically designed for API sequences where tokens
correspond to complete APIs. Therefore, in our approach, we have not considered decoder-
only models. For the encoder-only and encoder-decoder LLMs, we only utilize their encoder
component as the encoder for our approach. We select five widely available LLMs for code
in the HuggingFace API,19 including CodeBERT,20 GraphCodeBERT,21 PLBART,22 CodeT5,23
and UniXcoder.24 CodeBERT [16] is an encoder-only model pre-trained on bimodal data
sourced from CodeSearchNet [27]. GraphCodeBERT [23] is also an encoder-only model that
incorporates syntax information from code.The other three LLMs are encoder-decoder models.
PLBART [3] is pre-trained on a wide range of Java and Python function collections and related
natural language text using denoising auto-encoders. CodeT5 [70] can better leverage the code
semantics conveyed from the developer-assigned identifiers. UniXcoder [22] comprehensively
utilizes the code structure information provided by the Abstract Syntax Tree. The decoder
consists of six layers of Transformer decoder.

We use the following hyper-parameter settings. Based on our experiment results shown in our
reproducible package on GitHub, we select the optimal hyper-parameters when using RNN encoder-
decoder architecture. For the RNN encoder-decoder, we set the number of hidden layers, the
number of hidden units, and the dimension of word embedding to 3, 1,000, and 512, respectively.

19https://huggingface.co
20https://huggingface.co/microsoft/codebert-base
21https://huggingface.co/microsoft/graphcodebert-base
22https://huggingface.co/uclanlp/plbart-base
23https://huggingface.co/Salesforce/codet5-base
24https://huggingface.co/microsoft/unixcoder-base
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For the Transformer encoder-decoder, both the encoder and decoder have six layers, and the
word embedding dimension is 512, which is the same as that used in the RNN encoder-decoder
architecture. For the LMM encoder-decoder, we utilize the pre-defined hyper-parameters from the
openly available models on HuggingFace. Specifically, the hidden dimensions for the LMMs used
as the encoder are 768, and the decoder has six layers. The AdamW algorithm is used to optimize
model parameters with the learning rate U = 24 − 5. Moreover, we adopt the optimal settings of
baselines reported in the literature for fair comparison.

4.5 Metrics
—BLEU is used to evaluate how close the candidate API sequences generated by the model are
to the reference API sequence in the ground truth. BLEU calculates the n-gram hit ratio of the
candidate sequence in the reference sequence. The calculation formula of BLEU is as follows:

�!�*@ =
1
 

 ∑
:=1

�%@: · 4G? (
#∑
==1

1
=
;>6

�′
A4 5
= + 1

�20=:= + 1
), (10)

where  represents the top-K API sequences recommended, and # represents the largest
number of grams. # is usually set to 4. �20=:= refers to the number of the n-gram in the kth
recommended API sequence. A4 5 represents the reference API sequence that is the correct
answer in the ground truth.�′

A4 5
= refers to the number of n-gram in the reference API sequence

simultaneously. �% is a length penalty factor to avoid the effect of too short sequences on the
effectiveness of evaluation results. �% is defined as

�%@: =

{
1 !20=: > !A4 5

41−!A45 /!20=: !20=: ≤ !A4 5
, (11)

where !A4 5 refers to the length of the reference API sequence, and !20=: refers to the length
of the kth candidate API sequence.

—ROUGE is an evaluation method that compares candidate API sequences with the reference
API sequence based on recall. We primarily consider the ROUGE-L metric, which focuses
on the Longest Common Subsequence (LCS) between a candidate API sequence and the
reference API sequence. Formally,

'$*��@ =
1
 

 ∑
:=1

2 · !�( (A4 5 ,20=: )
!A45

· !�( (A4 5 ,20=: )
!20=:

!�( (A4 5 ,20=: )
!A45

+ !�( (A4 5 ,20=: )
!20=:

, (12)

where !�( (A4 5 , 20=: ) denotes the length of the longest common subsequence between A4 5
and 20=: .

—MAP is the mean of the AP score for each query. Formally,

"�%@ =
1
!A4 5

∑
�∈A4 5

1
 

 ∑
:=1

=D<� (:)
:

, (13)

where =D<� (:) represents the number of APIs denoted as � in the top-k candidate API
sequence.

—NDCG evaluates the ranking quality of candidate API sequences. Formally,

#���@ =
1
!A4 5

∑
�∈A4 5

����@ 
����@ 

, (14)
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where ����@ uses graded relevance as a measure of gain, the gain is discounted according
to its ranking position. We define it as

����@ =

 ∑
:=1

2A
(: )
A − 1

;>62 (: + 1)
, (15)

where A (: )A is a relevance score. A (: )A is set to 1 if the API appears in the kth candidate sequence,
otherwise 0. Since the gain with a high rank is high, the low-ranked score is somewhat
compromised according to the order in which the API appears in the candidate API sequences.
����@ is equivalent to<0G (����@ ), which normalizes ����@ . Formally,

����@ =

 ∑
:=1

1
;>62 (: + 1)

. (16)

—Coverage [30] is used to assess the diversity of API sequence recommender systems. It is
defined as the proportion of all candidate API sequences exposed to APIs in the vocabulary.

�>E4A064 =
#8C4< 8= 20=3830C4 �%� B4@D4=24B

#C>C0;
. (17)

BLEU, ROUGE, MAP, and NDCG are metrics for evaluating the accuracy. However, previous work
has typically used the pseudo ground truth as a reference for evaluating, which we refer to as
falsified accuracy. This is because, in the pseudo ground truth, tail APIs are replaced with <UNK>

tags or cluster centers, leading to evaluation bias. We denote the accuracy metrics evaluated using
the pseudo ground truth as BLEU% , ROUGE% , MAP% , and NDCG% . To restore the veritable accuracy,
we also utilize the original ground truth as a reference, and in this case, the accuracy metrics
are labeled as BLEU$ , ROUGE$ , MAP$ , and NDCG$ . When assessing the falsified accuracy of
different approaches, we use the pseudo ground truth constructed by each approach itself as the
reference. Conversely, the original ground truth is uniformly used as the reference when assessing
the veritable accuracy of any approach. For example, our DDASR constructs the pseudo ground truth
using cluster centers of tail APIs, as shown in Figure 6(b). This pseudo ground truth is then used as
the reference when evaluating DDASR’s falsified accuracy. Similarly, the prior deep learning-based
methods construct the pseudo ground truth using <UNK> tags, as shown in Figure 6(c), and this
is used as the reference when evaluating the falsified accuracy of deep learning-based baselines.
Additionally, when assessing the veritable accuracy of all methods, the original ground truth, as
shown in Figure 6(a), is used as the same reference. Specifically, the IR-based baselines do not
construct the pseudo ground truth.Therefore, when evaluating the falsified accuracy of the IR-based
baselines, the original ground truth is regarded as the reference, similar to the evaluation of the
veritable accuracy.

Moreover, considering the effectiveness and practicality of the API sequence recommender, the
smallest unit of evaluation in our experiments is a complete API, which includes both the class
name and method name in its full designation. This approach helps avoid invalid combinations of
API classes and method names, providing directly usable and correct APIs that enhance developers’
work efficiency [67].

4.6 Experimental Results
4.6.1 RQ1. How Accurate Is DDASR in Comparison with the State-of-the-Art Approaches?
Motivation. A crucial evaluating factor for API sequence recommendation is accuracy. In DDASR,

we have incorporated a treatment for tail APIs. We evaluate the accuracy of DDASR concerning
baselines on the original Java dataset.
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Approach. We first train DDASR on RNN encoder-decoder, Transformer encoder-decoder, and
different LLM encoder-decoder architectures as well as DeepAPI with the aforementioned settings
on the original Java dataset. For CodeBERT andCodeTrans, we directly utilize their publicly available
models to generate API sequences. For BIKER, an information retrieval-based approach, we execute
the open source code after necessary modifications. Originally, BIKER calculates the similarity
between a new query and existing questions in a historical repository, as well as the similarity
between the new query and the official documentation descriptions of APIs in the repository, using
a harmonic mean as the ranking score. For API sequence recommendation, we modify the approach
to compute the similarity between the new query and the questions in the historical repository, as
well as the similarity between the new query and the official documentation descriptions of API
sequences in the repository, again using a harmonic mean as the ranking score. Specifically, we
calculate the similarity between the new query and each API’s official documentation description
within an API sequence and use the average of these similarities as the similarity measure between
the new query and the official documentation descriptions of API sequences. This tailored approach
enhances BIKER’s ability to recommend sequences of APIs that are relevant to the new query.
For DGAS, we replicate the algorithm and parameters as described in the article. We successfully
replicated the results of BIKER and DGAS as reported in their original works [26, 72] to ensure the
correctness of our implementation. For GPT-3.5 and GPT-4, we apply nucleus sampling with the
sampling parameters set to C>?_? = 0.9 and C4<?4A0CDA4 = 0.9. We use the prompt “Here are some
examples: \n Input Query : $EI $. \n Output API Sequence : $EO$. \n Please generate the C>?_$K$ API
sequences in $PL$ following the output format in examples that can solve the query : $Q $.,” where $EI$
represents the example of input query, $EO$ represents the example of output API sequence, $K$
represents the number of API sequences recommended, $PL$ represents the programming language,
and $Q$ represents the query of the developer, as the input for GPT-3.5 and GPT-4 to generate
API sequences.

We assess the performance using accuracy metrics, specifically BLEU% , ROUGE% , MAP% , and
NDCG% , across the top-1, top-5, and top-10 recommendation results. Additionally, we evaluate the
top-1, top-5, and top-10 recommendation results using restored veritable accuracy metrics BLEU$ ,
ROUGE$ , MAP$ , and NDCG$ .

We perform t-test, a statistical test that tests for differences in means between two groups are
used to find if differences in reported performance are statistically significant. We first examine
the significant differences between DDASR with RNN encoder-decoder, Transformer encoder-
decoder, and different LLM encoder-decoder architectures and the best-performing baseline. We
utilize t-test to test the statistical differences among top-1, top-5, and top-10 results. In addition, the
significant differences among DDASR with different LLMs when applying the LLM encoder-decoder
architecture are also assessed.

Moreover, we conduct ablation studies by comparing the veritable accuracy of CodeBERT, DASR,
DASR+PGT, and DDASR at top-10 recommendation results to evaluate the performance of each
component within DDASR. In the experiment, we select CodeBERT as the encoder for DASR,
DASR+PGT, and DDASR.
Results. Figure 7 shows an example of the input prompt and output of GPT-4. Tables 4 and 5

show the evaluation results of falsified accuracy and veritable accuracy, respectively, on the original
dataset. The bold numbers in the table represent the optimal outcomes. The p-value is the result of
the t-test between DDASR and the best-performing baseline. Figure 8 shows the comparison of
top-k results and the comparison of DDASR using different LLMs. Table 6 shows the evaluation
results of ablation studies in veritable accuracy on the original dataset.
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Fig. 7. An example of the input prompt and output of GPT-4.

Table 4. Evaluation Results in Falsified Accuracy on the Original Java Dataset

Models BLEU% ROUGE% MAP% NDCG% p
Top-1 Top-5 Top-10 Top-1 Top-5 Top-10 Top-1 Top-5 Top-10 Top-1 Top-5 Top-10

Baselines

DeepAPI 0.2818 0.3659 0.3738 0.4012 0.5260 0.5387 0.3672 0.4308 0.4374 0.3672 0.3572 0.3545 -
BIKER 0.0000 0.0000 0.0000 0.1201 0.1622 0.1811 0.2892 0.3471 0.4512 0.0700 0.0612 0.0588 -
DGAS 0.0101 0.0377 0.0635 0.0795 0.1903 0.2424 0.0242 0.0896 0.1493 0.0242 0.0448 0.0209 -

CodeBERT 0.4024 0.4677 0.4815 0.5436 0.5936 0.6413 0.4774 0.5463 0.5618 0.4774 0.3753 0.3522 -
CodeTrans 0.4178 0.4708 0.5006 0.5642 0.6266 0.6571 0.5049 0.5750 0.6115 0.5049 0.3655 0.3420 -
GPT-3.5 0.0692 0.0706 0.0739 0.0899 0.0925 0.0947 0.0687 0.0691 0.0706 0.0763 0.0758 0.0751 -
GPT-4 0.0698 0.0712 0.0745 0.0914 0.0931 0.0959 0.0699 0.0718 0.0725 0.0770 0.0765 0.0763 -

DDASR

DDASR(RNN) 0.6510 0.7601 0.7825 0.7406 0.8470 0.8653 0.7860 0.8521 0.8684 0.7860 0.7489 0.7316 ***
DDASR(Transformer) 0.6575 0.7685 0.7895 0.7466 0.8501 0.8699 0.7970 0.8632 0.8788 0.7970 0.7903 0.7876 ***
DDASR(CodeBERT) 0.6682 0.7707 0.8205 0.7591 0.8523 0.8863 0.8158 0.8737 0.8971 0.8158 0.8123 0.8104 ***

DDASR(GraphCodeBERT) 0.6628 0.7742 0.8218 0.7563 0.8551 0.8892 0.8135 0.8784 0.8998 0.8135 0.8109 0.8093 ***
DDASR(PLBART) 0.6649 0.7703 0.8191 0.7582 0.8519 0.8822 0.8129 0.8751 0.8978 0.8129 0.8080 0.8062 ***
DDASR(CodeT5) 0.6484 0.7461 0.8027 0.7221 0.8379 0.8715 0.8026 0.8604 0.8871 0.8026 0.8000 0.8000 ***

DDASR(UniXcoder) 0.6665 0.7776 0.8246 0.7586 0.8591 0.8906 0.8137 0.8765 0.8993 0.8137 0.8092 0.8070 ***

“***” represents a highly significant statistical difference (p < 0.001), “-” represents that there is no value in this cell, and
the bold text represents the best performance.

(1) Compared to the baselines, DDASR demonstrates significant accuracy. According to Table 4,
DDASR significantly improves all metrics (p < 0.05), regardless of which architecture it uses.
The accuracy of top-1, top-5, and top-10 results is more than 55.19%, 58.47%, and 56.31% on
BLEU% , 27.99%, 33.72%, and 32.63% on ROUGE% , 55.67%, 48.19%, and 42.01% on MAP% , as well
as 55.67%, 99.55%, and 106.38% on NDCG% , respectively, which shows DDASR can provide
correct API sequences in most cases. The BLEU% and BLEU$ of BIKER are about 0, indicating
that the API sequences recommended by BIKER do not retain the correct call relationship. In
addition, CodeBERT performs best as the encoder of DDASR in terms of accuracy in the top-1
recommendation results. In the top-5 and top-10 recommendation results, UniXcoder excels
in terms of BLEU% and ROUGE% metrics performance, and GraphCodeBERT, on the other
hand, demonstrates the best performance in terms of MAP% metric, and when it comes to
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Table 5. Evaluation Results in Veritable Accuracy on the Original Java Dataset

Models BLEU$ ROUGE$ MAP$ NDCG$ p
top-1 top-5 top-10 top-1 top-5 top-10 top-1 top-5 top-10 top-1 top-5 top-10

Baselines

DeepAPI 0.2806 0.3598 0.3701 0.3961 0.5211 0.5332 0.3593 0.4201 0.4269 0.3588 0.3463 0.3461 -
BIKER 0.0000 0.0000 0.0000 0.1201 0.1622 0.1811 0.2892 0.3471 0.4512 0.0700 0.0612 0.0588 -
DGAS 0.0101 0.0377 0.0635 0.0795 0.1903 0.2424 0.0242 0.0896 0.1493 0.0242 0.0448 0.0209 -

CodeBERT 0.3964 0.4631 0.4774 0.5384 0.5886 0.6365 0.4687 0.5371 0.5511 0.4681 0.3671 0.3438 -
CodeTrans 0.4118 0.4678 0.4967 0.5591 0.6214 0.6527 0.4949 0.5643 0.6023 0.4951 0.3568 0.3333 -
GPT-3.5 0.0692 0.0706 0.0739 0.0899 0.0925 0.0947 0.0687 0.0691 0.0706 0.0763 0.0758 0.0751 -
GPT-4 0.0698 0.0712 0.0745 0.0914 0.0931 0.0959 0.0699 0.0718 0.0725 0.0770 0.0765 0.0763 -

DDASR

DDASR(RNN) 0.6476 0.7564 0.7802 0.7354 0.8421 0.8603 0.7771 0.8438 0.8591 0.7763 0.7396 0.7224 ***
DDASR(Transformer) 0.6551 0.7613 0.7854 0.7412 0.8451 0.8647 0.7881 0.8530 0.8689 0.7888 0.7800 0.7781 ***
DDASR(CodeBERT) 0.6612 0.7654 0.8185 0.7541 0.8479 0.8817 0.8059 0.8647 0.8891 0.8061 0.8036 0.8007 ***

DDASR(GraphCodeBERT) 0.6564 0.7685 0.8197 0.7521 0.8500 0.8843 0.8047 0.8691 0.8900 0.8043 0.8004 0.8001 ***
DDASR(PLBART) 0.6587 0.7653 0.8154 0.7529 0.8467 0.8774 0.8040 0.8662 0.8898 0.8022 0.7972 0.7983 ***
DDASR(CodeT5) 0.6447 0.7435 0.7966 0.7167 0.8322 0.8661 0.7933 0.8498 0.8781 0.7936 0.7889 0.7908 ***

DDASR(UniXcoder) 0.6598 0.7741 0.8215 0.7533 0.8546 0.8857 0.8048 0.8677 0.8900 0.8027 0.7991 0.7989 ***

“***” represents a highly significant statistical difference (p < 0.001), “-” represents that there is no value in this cell, and
the bold text represents the best performance.

Fig. 8. Accuracy comparative analysis on the original Java dataset. (a) Comparison of top-k results under
different falsified accuracy metrics, (b) comparison of DDASR with different LLMs in falsified accuracy, (c)
comparison of top-k results under different veritable accuracy metrics, and (d) comparison of DDASR with
different LLMs in veritable accuracy.

NDCG% metric, CodeBERT outperforms other encoders. From Table 5, we find that there are
consistent results in terms of veritable accuracy. From Figure 8(b) and (d), it can be observed
that DDASR using GraphCodeBERT demonstrates the best overall performance. Moreover, it
is observed that GPT-3.5 and GPT-4 exhibit sub-optimal performance. We hypothesize that,
due to the high degree of flexibility in LLMs when generating output, while some of the API
sequences generated may be semantically correct, they may differ from the ground truth
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Table 6. Evaluation Results of Ablation Studies in
Veritable Accuracy on the Original Dataset

Models BLEU$ ROUGE$ MAP$ NDCG$

CodeBERT 0.4774 0.6365 0.5511 0.3438
DASR(CodeBERT) 0.8375 0.9098 0.8972 0.8184

DASR(CodeBERT)+PGT 0.7901 0.8522 0.8654 0.7963
DDASR(CodeBERT) 0.8135 0.8817 0.8891 0.8007

The bold text represents the best performance.

as shown in Figure 7. This discrepancy results in poor performance when evaluated using
metrics.

(2) An increase in the number of recommended results tends to result in improved accuracy . As the
number of recommendation results rises, BLEU% , BLEU$ , ROUGE% , ROUGE$ , MAP% , and
MAP$ increase. It indicates that developers are more likely to discover the optimal solution
when more results are offered. Nevertheless, the growth is not significant (p > 0.05). In
addition, NDCG% and NDCG$ decrease as the number of recommendation results increases.
It verifies that the first appearance of correct APIs is concentrated in the position in front of
the recommendation results.

(3) The performance gap of DDASR with the LLM encoder-decoder architecture is not very significant
when applying different LLMs (p > 0.05). In the top-10 recommended results, the differences
of DDASR with different LLMs in BLEU% , ROUGE% , MAP% , and NDCG% are only 0.67%,
2.19%, 1.43%, and 1.30%, respectively, and in BLEU$ , ROUGE$ , MAP$ , and NDCG$ are only
3.13%, 2.26%, 1.36%, and 1.25%, respectively.

(4) Merging API fragments into complete APIs can effectively increase the accuracy . From Table 6,
we observe that DASR, which only merges API fragments into complete APIs, performs the
best. Adding the pseudo ground truth construction component to DASR causes a significant
drop in accuracy. Our method, DDASR, achieves a balance between accuracy and diversity.
Although its accuracy slightly decreases compared to DASR, it still shows a significant
improvement compared to the baselines.

Answer to RQ1: When using alternative encoder-decoder architectures on the original Java dataset,
DDASR consistently outperforms the baseline models in terms of accuracy. Furthermore, the
performance of DDASR with different LLM encoder-decoder models is not pronounced.

4.6.2 RQ2. Does DDASR Improve Diversity While Maintaining Accuracy?
Motivation. Diversity is another essential factor in API sequence recommendation, which is

disregarded by previous approaches. In RQ2, we look at how well our DDASR performs in terms
of diversity. Furthermore, accuracy and diversity are frequently incompatible objectives. We also
investigate how DDASR affects accuracy when improving diversity.
Approach. To answer this question, we conduct comparative experiments at the top-10 rec-

ommendation results on the diverse Java dataset and the Python dataset. We train DDASR and
DASR on RNN encoder-decoder, Transformer encoder-decoder, and different LLM encoder-decoder
architectures as well as deep learning-based baselines with the aforementioned settings on the
diverse Java dataset and the Python dataset, respectively. Specifically, when working on the Python
dataset, we directly utilize the publicly available model of CodeBERT to generate results. The
execution of BIKER, DGAS, GPT-3.5, and GPT-4 is the same as RQ1.
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Table 7. Evaluation Results in Accuracy and Diversity at Top-10 Recommendation Results on the Diverse
Java Dataset

Models BLEU% BLEU$ ROUGE% ROUGE$ MAP% MAP$ NDCG% NDCG$ Coverage p

Baselines

DeepAPI 0.0943 0.0941 0.1567 0.1532 0.1815 0.1804 0.1506 0.1401 0.0329 -
BIKER 0.0000 0.0000 0.0235 0.0235 0.0554 0.0554 0.0039 0.0039 0.0319 -
DGAS 0.0081 0.0081 0.2039 0.2039 0.0176 0.0176 0.0019 0.0019 0.0815 -

CodeBERT 0.0464 0.0402 0.1222 0.1198 0.0909 0.0896 0.0347 0.0309 0.0544 -
CodeTrans 0.2477 0.2389 0.3743 0.3695 0.3375 0.3246 0.1324 0.1276 0.0744 -
GPT-3.5 0.0462 0.0462 0.0498 0.0498 0.0543 0.0543 0.0527 0.0527 0.0036 -
GPT-4 0.0449 0.0449 0.0501 0.0501 0.0549 0.0549 0.0534 0.0534 0.0035 -

DASR

DASR(RNN) 0.2926 0.2865 0.4152 0.4038 0.4557 0.4442 0.4243 0.4168 0.0400 ***
DASR(Transformer) 0.4124 0.4027 0.5690 0.5603 0.4865 0.4796 0.4268 0.4127 0.0406 ***
DASR(CodeBERT) 0.5260 0.5086 0.6387 0.6174 0.6231 0.6136 0.4752 0.4621 0.0430 ***

DASR(GraphCodeBERT) 0.4711 0.4609 0.5782 0.5680 0.5885 0.5801 0.4119 0.4093 0.0418 ***
DASR(PLBART) 0.4769 0.4688 0.5801 0.5769 0.5876 0.5796 0.4249 0.4117 0.0438 ***
DASR(CodeT5) 0.4992 0.4911 0.6038 0.5967 0.6007 0.5943 0.4521 0.4474 0.0446 ***

DASR(UniXcoder) 0.4851 0.4824 0.5866 0.5851 0.6056 0.5994 0.4208 0.4165 0.0428 ***

DDASR

DDASR(RNN) 0.3221 0.3196 0.4471 0.4400 0.4493 0.4438 0.4526 0.4435 0.1064 ***
DDASR(Transformer) 0.4002 0.3971 0.5561 0.5513 0.4968 0.4883 0.4344 0.4263 0.0758 ***
DDASR(CodeBERT) 0.5159 0.5077 0.6262 0.6149 0.6365 0.6255 0.4629 0.4554 0.1085 ***

DDASR(GraphCodeBERT) 0.4629 0.4581 0.5689 0.5675 0.5845 0.5769 0.4115 0.4073 0.1038 ***
DDASR(PLBART) 0.4550 0.4516 0.5671 0.5664 0.5832 0.5770 0.4067 0.4037 0.0996 ***
DDASR(CodeT5) 0.4880 0.4826 0.5914 0.5852 0.6100 0.6012 0.4404 0.4343 0.0978 ***

DDASR(UniXcoder) 0.4759 0.4702 0.5796 0.5780 0.6018 0.5927 0.4199 0.4154 0.1003 ***

“***” represents a highly significant statistical difference (p < 0.001), “-” represents that there is no value in this cell, and
the bold text represents the best performance.

We calculate the accuracymetrics of BLEU% , ROUGE% , MAP% , and NDCG% , the veritable accuracy
metrics of BLEU$ , ROUGE$ , MAP$ , and NDCG$ , as well as the diversity metric of coverage on the
top-10 results of all models. Moreover, we conduct significance analysis for performance differences
between DASR and the best-performing baseline, between DDASR and the best-performing baseline,
among DASR with different LLM encoder-decoder architectures, among DDASR with different
LLM encoder-decoder architectures, between DASR and DDASR on coverage, and between DASR
and DDASR on accuracy.

We conduct ablation studies by comparing the veritable accuracy of CodeBERT, DASR, DASR+PGT,
and DDASR at top-10 recommendation results to evaluate the performance of each component
within DDASR on the diverse Java dataset and the Python dataset. In the experiment, we select
CodeBERT as the encoder for DASR, DASR+PGT, and DDASR. Additionally, we divide both the
test sets of the diverse Java dataset and the Python dataset into tail API datasets, a subset of queries
whose ground truth contains tail APIs, and non-tail API datasets, a subset of queries whose ground
truth contains non-tail APIs only. We conduct ablation studies separately on the non-tail and tail
API datasets within both the diverse Java dataset and the Python dataset.
Results. Table 7 shows the experimental results on the diverse Java dataset. Figure 9 shows the

change of accuracy metrics in DASR and DDASR with epoch during the training phase. Among
them, DASR and DDASR employ seven encoder-decoder models. The performance results on the
Python dataset are shown in Table 8. The p-value in Tables 7 and 8 is the result of the t-test between
DASR and the best-performing baseline, as well as between DDASR and the best-performing
baseline. Figure 10 shows the comparison of DASR using different LLMs and the comparison of
DDASR using different LLMs on the diverse Java dataset. Figure 11 shows the comparison of DASR
and DDASR on accuracy and the comparison of DASR and DDASR on coverage. Figure 12 shows
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Fig. 9. The comparison of BLEU, ROUGE, MAP, and NDCG for each epoch on the diverse Java dataset. (a)
The performance of DDASR, and (b) the performance of DASR.

Table 8. The Performance in Accuracy and Diversity at Top-10 Recommendation Results on the
Python Dataset

Models BLEU% BLEU$ ROUGE% ROUGE$ MAP% MAP$ NDCG% NDCG$ Coverage p

Baselines

DeepAPI 0.4386 0.4227 0.6561 0.6403 0.5012 0.4835 0.3561 0.3342 0.1851 -
BIKER 0.1865 0.1865 0.2075 0.2075 0.4037 0.4037 0.3158 0.3158 0.1164 -
DGAS 0.4423 0.4423 0.3466 0.3466 0.5241 0.5241 0.3455 0.3455 0.1508 -

CodeBERT 0.4099 0.3896 0.6113 0.6002 0.5249 0.5041 0.1836 0.1702 0.2080 -
CodeTrans 0.3998 0.3854 0.6045 0.5987 0.5176 0.4988 0.1901 0.1819 0.1924 -
GPT-3.5 0.0753 0.0753 0.0899 0.0899 0.1396 0.1396 0.1303 0.1303 0.0248 -
GPT-4 0.0872 0.0872 0.0981 0.0981 0.1507 0.1507 0.1443 0.1443 0.0259 -

DASR

DASR(RNN) 0.4843 0.4754 0.6712 0.6693 0.5440 0.5229 0.3767 0.3584 0.1475 ns
DASR(Transformer) 0.4982 0.4799 0.6828 0.6713 0.5845 0.5770 0.2752 0.2698 0.2320 ns
DASR(CodeBERT) 0.5432 0.5240 0.7014 0.6933 0.6117 0.6032 0.3660 0.3587 0.1954 ns

DASR(GraphCodeBERT) 0.5058 0.4896 0.6837 0.6830 0.5781 0.5704 0.3206 0.3146 0.1786 ns
DASR(PLBART) 0.5098 0.4927 0.6858 0.6781 0.5860 0.5810 0.3234 0.3150 0.1784 ns
DASR(CodeT5) 0.5389 0.5228 0.6983 0.6926 0.6090 0.6017 0.3633 0.3572 0.1736 ns

DASR(UniXcoder) 0.4885 0.4719 0.6746 0.6689 0.5682 0.5610 0.2881 0.2824 0.1946 ns

DDASR

DDASR(RNN) 0.4560 0.4507 0.6658 0.6632 0.5219 0.5134 0.3211 0.3117 0.2232 ns
DDASR(Transformer) 0.4292 0.4128 0.6453 0.6227 0.5108 0.5039 0.2546 0.2405 0.2378 ns
DDASR(CodeBERT) 0.4858 0.4679 0.6722 0.6678 0.5672 0.5592 0.3677 0.3605 0.2247 ns

DDASR(GraphCodeBERT) 0.4928 0.4768 0.6781 0.6710 0.5726 0.5620 0.3879 0.3809 0.2103 ns
DDASR(PLBART) 0.4869 0.4738 0.6733 0.6682 0.5682 0.5619 0.3609 0.3558 0.2216 ns
DDASR(CodeT5) 0.4544 0.4453 0.6650 0.6611 0.5295 0.5290 0.3603 0.3543 0.2256 ns

DDASR(UniXcoder) 0.4984 0.4828 0.6829 0.6719 0.5776 0.5668 0.3843 0.3758 0.2177 ns

“ns” represents no significance (p > 0.05), “-” represents that there is no value in this cell, and the bold text represents the
best performance.

the comparison of DASR and DDASR with different LLMs on accuracy on the diverse Java dataset.
Figures 13–15 show the comparison on the Python dataset. Table 9 shows the evaluation results
of ablation studies on the complete, non-tail, and tail diverse Java dataset and on the complete,
non-tail, tail Python dataset.

(1) Both DASR and DDASR exhibit significant accuracy gains over baselines (p < 0.05), and the
difference between DASR and DDASR is not particularly noticeable (p > 0.05) on the diverse
Java dataset . As can be seen from Table 7, accuracy metrics for both DASR and DDASR
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Fig. 10. Accuracy comparative analysis of DASR and DDASR applying different LLMs on the diverse Java
dataset. (a) Comparison of DASR with different LLMs applied, and (b) comparison of DDASR with different
LLMs.

Fig. 11. Comparative analysis between DASR and DDASR on the diverse Java dataset. (a) Comparison on
accuracy, and (b) comparison on coverage.

have significantly increased in comparison to the baselines (p < 0.05), which illustrates that
word embedding of the complete API outperforms character embedding of API fragments.
Regardless of which LLMs DDASR uses, DDASR exceeds baselines with the best performance
by more than 83.69%, 89.03%, 51.51%, 53.29%, 77.73%, 101.54%, 109.77%, and 188.15% on all
accuracy metrics. From Figure 9, we can observe that DASR and DDASR using CodeBERT as
the encoder consistently outperform other models. As shown in Figure 11(a), the difference
is not particularly apparent (p > 0.05) between DASR and DDASR. Moreover, for DDASR
and DASR, which use the same LLMs, DDASR has not shown a significant decrease in
accuracy, and in some cases, it even outperforms DASR as shown in Figure 12. It indicates
that the treatment of tail APIs in DDASR does not cause a significant drop in the accuracy of
recommendation results.

(2) Both DASR and DDASR with LLMs perform better than baselines in terms of accuracy, and
the differences are not particularly noticeable (p > 0.05) on the Python dataset . Regardless of
which LLMs DDASR uses, DDASR exceeds baselines with the best performance by more than
2.74%, 0.68%, 1.36%, 3.25%, 4.94%, 1.20%, 2.47%, and 6.01% on all accuracy metrics, although
the difference is not significant (p > 0.05). We speculate it is due to the more straightforward
composition of Python APIs. For example, “scipy.special.digamma” is a typical API in the
Python dataset. There are essentially no symbols like “<” and “>” in API, and no nested
usage patterns as in the Java dataset, making the effect of merging APIs less obvious than
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Fig. 12. Accuracy comparative analysis between DASR and DDASR with different LLMs on the diverse Java
dataset. (a) Comparison with CodeBERT, (b) comparison with GraphCodeBERT, (c) comparison with PLBART,
(d) comparison with CodeT5, and (e) comparison with UniXcoder.

Fig. 13. Accuracy comparative analysis of DASR and DDASR applying different LLMs on the Python dataset.
(a) Comparison of DASR with different LLMs, and (b) comparison of DDASR with different LLMs.

in the Java dataset. Furthermore, it can be observed from Figures 14(a) and 15 that, on the
Python dataset, the accuracy difference between DASR and DDASR is not significant.

(3) On both the diverse Java dataset and the Python dataset, the restored veritable accuracy is
lower than the falsified accuracy, but DASR and DDASR still perform better than baselines.
Compared to BLEU% , ROUGE% , MAP% , and NDCG% , BLEU$ , ROUGE$ , MAP$ , and NDCG$
all show a decrease. The reduction for DASR and deep learning-based baselines, however, is
frequently more than for DDASR. Compared to the falsified accuracy, DDASR, DASR, and
deep learning-based baselines have, on average, decreased the restored veritable accuracy
by 1.17%, 1.75%, and 4.17% on the diverse Java dataset, as well as decreased by 1.97%, 2.01%,
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Fig. 14. Comparative analysis between DASR and DDASR on the Python dataset. (a) Comparison on accuracy,
and (b) comparison on coverage.

Fig. 15. Accuracy comparative analysis between DASR and DDASR with different LLMs on the Python
dataset. (a) Comparison with CodeBERT, (b) comparison with GraphCodeBERT, (c) comparison with PLBART,
(d) comparison with CodeT5, and (e) comparison with UniXcoder.

and 3.85% on the Python dataset, respectively. This suggests that constructing the pseudo
ground truth through clustering and relocating is more effective than using <UNK> tags for
replacement.

(4) The differences among DDASR with different LLMs and among DASR applying different LLMs
are not significant on accuracy (p > 0.05). We evaluate the statistical differences among DASR
with different LLM encoder-decoder architectures and among DDASR with different LLM
encoder-decoder architectures. It can be found that there are no significant differences (p >

0.05) as shown in Figures 10 and 13. Furthermore, the results suggest that DASR and DDASR,
when utilizing CodeBERT, perform the best on the diverse Java dataset, while DASR using
CodeBERT and DDASR using UniXcoder excel on the Python dataset.

(5) DDASR significantly enhances diversity (p < 0.05) while maintaining accuracy (p > 0.05). As
shown in Tables 7 and 8, DDASR demonstrates a significant improvement in both diversity
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Table 9. Evaluation Results of Ablation Studies on the Diverse Java Dataset and the
Python Dataset

Datasets Models BLEU$ ROUGE$ MAP$ NDCG$ Coverage

Diverse
Java

dataset

Complete
dataset

CodeBERT 0.0402 0.1198 0.0896 0.0309 0.0544
DASR(CodeBERT) 0.5086 0.6174 0.6136 0.4621 0.0430

DASR(CodeBERT)+PGT 0.4921 0.6001 0.6142 0.4512 0.1098
DDASR(CodeBERT) 0.5077 0.6149 0.6255 0.4554 0.1085

Non-tail
API dataset

CodeBERT 0.0416 0.1244 0.0946 0.0318 -
DASR(CodeBERT) 0.5154 0.6235 0.6188 0.4640 -

DASR(CodeBERT)+PGT 0.4909 0.5982 0.6155 0.4515 -
DDASR(CodeBERT) 0.5105 0.6189 0.6292 0.4560 -

Tail
API dataset

CodeBERT 0.0382 0.1101 0.0798 0.0287 -
DASR(CodeBERT) 0.4958 0.6052 0.6033 0.4571 -

DASR(CodeBERT)+PGT 0.4943 0.6044 0.6110 0.4508 -
DDASR(CodeBERT) 0.5010 0.6098 0.6178 0.4541 -

Python
dataset

Complete
dataset

CodeBERT 0.3896 0.6002 0.5041 0.1702 0.2080
DASR(CodeBERT) 0.5240 0.6933 0.6032 0.3587 0.1954

DASR(CodeBERT)+PGT 0.4518 0.6542 0.5553 0.3572 0.2401
DDASR(CodeBERT) 0.4679 0.6678 0.5592 0.3605 0.2247

Non-tail
API dataset

CodeBERT 0.3902 0.6037 0.5068 0.1734 -
DASR(CodeBERT) 0.5289 0.6962 0.6091 0.3588 -

DASR(CodeBERT)+PGT 0.4510 0.6528 0.5559 0.3574 -
DDASR(CodeBERT) 0.4671 0.6669 0.5598 0.3606 -

Tail
API dataset

CodeBERT 0.3772 0.5891 0.4905 0.1638 -
DASR(CodeBERT) 0.4699 0.6673 0.5578 0.3579 -

DASR(CodeBERT)+PGT 0.4533 0.6565 0.5548 0.3568 -
DDASR(CodeBERT) 0.4703 0.6723 0.5585 0.3600 -

“-” represents that there is no value in this cell and the bold text represents the best performance.

and accuracy compared to the baselines. Results in Table 9 indicate that DASR, DASR+PGT,
and DDASR all show improvements in accuracy over the baselines, with DASR performing
the best in terms of accuracy, though its diversity remains low. DASR+PGT offers a substantial
increase in diversity but at a significant loss of accuracy compared to DASR. In contrast,
DDASR significantly enhances diversity, as illustrated in Figures 11(b) and 14(b), without
significantly compromising accuracy, as shown in Figures 12 and 15.

(6) DDASR excels in recommending tail APIs more accurately . As shown in Tables 7 and 8, DDASR
performs well in terms of coverage, indicating that it can recommend a greater number of tail
APIs. In Table 9, DDASR exhibits the best performance on the tail API dataset, demonstrating
its ability to recommend more precise tail APIs.

Answer to RQ2 : DDASR exhibits superior diversity compared to DASR and the baselines. While
DASR+PGT exhibits excellent diversity, it causes a sharp decline in accuracy. In terms of accuracy,
there is no significant difference between DDASR and DASR. However, DDASR does outperform
the baselines. These findings indicate that our DDASR can significantly increase diversity without
compromising accuracy.

4.6.3 RQ3. Can DDASR Help Programmers Address Tasks More Effectively?
Motivation. The ultimate goal of API sequence recommendation is to assist developers. Thus, in

this section, we conduct a human evaluation to assess our DDASR.
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Table 10. The Rating Scores of the Human Evaluation

Models Evaluation
Sets

# Rating Score
of Developer 1

# Rating Score
of Developer 2

# Rating Score
of Developer 3

# Rating Score
of Developer 4

# Rating Score
of Developer 5

# Rating Score
of Developer 6

Zero One Two Avg Zero One Two Avg Zero One Two Avg Zero One Two Avg Zero One Two Avg Zero One Two Avg

DeepAPI Tail API set 13 5 0 0.28 13 5 0 0.28 15 3 0 0.17 10 7 1 0.5 11 7 0 0.39 13 5 0 0.28
Non-tail API set 36 40 6 0.63 34 44 4 0.63 39 38 5 0.59 34 43 5 0.65 38 40 4 0.59 46 33 3 0.48

BIKER Tail API set 13 5 0 0.28 12 6 0 0.33 13 5 0 0.28 10 8 0 0.44 12 5 1 0.28 10 6 2 0.33
Non-tail API set 46 30 6 0.52 40 38 4 0.56 53 27 2 0.38 40 35 7 0.59 40 36 6 0.59 43 30 9 0.59

DGAS Tail API set 10 8 0 0.44 11 6 1 0.44 10 7 1 0.5 11 7 0 0.39 12 5 1 0.39 10 6 2 0.56
Non-tail API set 29 41 12 0.79 34 48 0 0.59 30 39 13 0.79 27 43 12 0.82 29 38 15 0.83 23 32 27 1.05

CodeBERT Tail API set 6 11 1 0.72 6 10 2 0.78 8 10 0 0.56 8 9 1 0.61 5 9 4 0.94 2 13 3 1.06
Non-tail API set 25 50 7 0.78 20 50 12 0.90 17 42 23 1.07 23 35 24 0.98 19 55 18 1.11 14 54 14 1.00

CodeTrans Tail API set 5 13 0 0.72 6 10 2 0.78 3 11 4 1.06 1 12 5 1.22 0 10 8 1.44 1 10 7 1.33
Non-tail API set 23 55 4 0.77 15 43 24 1.11 16 46 20 1.05 11 54 17 1.07 16 51 15 0.99 12 57 13 1.01

GPT-3.5 Tail API set 11 4 3 0.56 16 2 0 0.11 11 5 2 0.50 14 1 3 0.39 7 7 4 0.83 9 6 3 0.67
Non-tail API set 36 18 28 0.90 29 18 35 1.07 30 20 32 1.02 24 15 43 1.23 21 21 40 1.23 20 27 35 1.18

GPT-4 Tail API set 10 5 3 0.61 11 3 4 0.61 8 7 3 0.72 13 2 3 0.44 6 8 4 0.89 7 8 3 0.78
Non-tail API set 30 24 28 0.98 28 17 37 1.11 27 25 30 1.04 23 16 43 1.24 20 20 42 1.27 18 30 34 1.20

DDASR Tail API set 3 9 6 1.17 4 9 5 1.06 3 8 7 1.22 0 9 9 1.5 0 6 12 1.67 0 8 10 1.56
Non-tail API set 12 27 43 1.38 18 27 37 1.23 16 20 46 1.37 5 47 30 1.30 2 26 54 1.63 4 24 54 1.61

A score of zero indicates that the generated API sequences are of no help in solving the requirement, a score of one
indicates it is valuable to the developer, and a score of two suggests it can solve the requirement. Avg represents the
average score given by each developer to each evaluation set.

Approach. We randomly select 100 queries and generate the top-10 API sequences using all
baselines and DDASR, respectively, to evaluate the validity and usefulness of the results for pro-
grammers. Six developers who study or work in computer-related fields with experience in Java
projects are invited to join a subject group. Three of the developers are currently pursuing master’s
degrees with more than 2 years of experience programming in Java, while the other three are
engaged in Java development in Internet companies, such as Alibaba, Byte Dance, and Huawei. It
is important to note that they are not co-authors. They independently give a rating score for the
generated API sequences according to their experience. A score of zero indicates that they believed
the API sequences generated are completely useless for the query, while a score of one denotes
they are valuable to the developers. For example, the key API for solving the query appears in the
generated API sequences, or the results inspire them. The rating score is two if the API sequences
generated are a way to the query. In addition, the developers are also allowed to search the Internet
for unfamiliar concepts. Specifically, to ensure fairness in the human evaluation, each developer
was provided only the query and the corresponding API sequences generated by different models,
without being informed which model produced them. We further subdivide the 100 queries into a
tail API set, a subset of queries whose ground truth contains tail APIs, and a non-tail API set, a
subset of queries whose ground truth contains non-tail APIs only. We analyze the rating scores
given by developers to the results generated by all methods in both sets.

Results. The results of the human evaluation are shown in Table 10. Developers 1–3 are students,
and developers 4–6 have working experience in Internet companies. Table 11 shows 10 queries
with the same rating scores and their ground truth, top-3 generated API sequences, and human
rating scores. These queries vary in length, containing both very long and short queries that
were not included in the training set. They include requirements for page layout, mathematical
calculation, string processing, file streaming, and so on. In addition, tail APIs are highlighted in italics
in the table.
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Table 11. Results of Human Evaluation with API Sequences in the Ground Truth, Top-3 Recommendation
Results by DDASR, and Human Rating Scores with 10Queries

ID Query API Sequence in the Ground Truth API Sequences Generated by DDASR Rating
Score

1 Create appropriate menu item

JMenu.instance
JCheckBoxMenuItem.<init>
JCheckBoxMenuItem.setName
JCheckBoxMenuItem.addActionListener

1 JMenuItem.<init>
JMenuItem.addActionListener

2 JMenuItem.<init> JMenuItem.setMnemonic
JMenuItem.addActionListener

3 JMenuItem.<init> ActionListener.<init>
JMenuItem.addActionListener

1

2 Build json string fields values
given module

StringBuilder.<init>
StringBuilder.append
Map<String,List<Field».keySet
String.cast

1 String.instance String.cast Collection.instance
Collection.cast

2 StringBuilder.<init> StringBuilder.append
StringBuilder.deleteCharAt
StringBuilder.toString

3 String.instance String.cast Object.toString
Collection.instance

0

3 Calculate standard deviation Math.sqrt
Math.round

1 Math.pow Math.sqrt
2 Math.pow Math.round Math.sqrt
3 Math.pow Math.sqrt

2

4
Create full classpath including
existing classpath additional
paths jars service files

System.getenv
StringBuilder.<init>
File.getAbsolutePath

1 System.getenv StringBuilder.<init>
StringBuilder.append

2 StringBuilder.<init> StringBuilder.append
StringBuilder.toString

3 StringBuilder.<init> StringBuilder.append
File.getAbsolutePath

2

5

Create returns xml <UNK> sess-
ion element, stores <UNK> ses-
sion details, including <UNK>
state

Document.createElement
Element.setAttribute
Integer.toString

1 Element.<init> Element.setAttribute
Element.addContent

2 Element.<init> String.valueOf
Element.setAttribute

3 Element.<init> Element.setAttribute
Element.<init>

1

6 End operation
Map<Integer,LinkedList<Operation».get
LinkedList<Operation>.isEmpty
LinkedList<Operation>.getLast

1 Map<Integer,LinkedList<Operation».get
LinkedList<Operation>.getLast
LinkedList<Operation>.removeLast

2 Map<Integer,LinkedList<Operation».get
LinkedList<Operation>.isEmpty
LinkedList<Operation>.getLast

3 Map<Integer,LinkedList<Operation».get
LinkedList<Operation>.isEmpty
LinkedList<Operation>.isEmpty

2

7 Open connection given url spe-
cific http method

URL.openConnection
HttpURLConnection.cast
HttpURLConnection.setDoOutput

1 URL.<init> URL.openConnection
HttpURLConnection.cast

2 URL.openConnection HttpURLConnection.cast
HttpURLConnection.setRequestProperty

3 URL.<init> URL.getHost URL.<init>

2

8 Return elements contained elem-
ent given fully qualified name

DTMNodeProxy.getElementsByTagNameNS
QName.getName
ArrayList.<init>
NodeList.item

1 DTMNodeProxy.getElementsByTagName
ArrayList.<init> NodeList.getLength
NodeList.item

2 DTMNodeProxy.getElementsByTagName
ArrayList.<init> Element.instance Element.cast

3 DTMNodeProxy.getElementsByTagName
ArrayList.<init> NodeList.item List.add

1

9 Locate visible view latest adapter
position

LayoutManager.getChildCount
LayoutManager.getChildAt
View.getLayoutParams

1 LayoutManager.getChildAt Location.getX
2 LayoutManager.getChildAt
LayoutManager.getChildAt

3 LayoutManager.getChildAt Location.getX
Location.getY

1

10 Set right child indent AbstractLayoutCache.invalidateSizes
BasicTreeUI.updateSize

1 BasicTreeUI.updateSize ArrayList.add
2 BasicTreeUI.updateSize
3 AbstractLayoutCache.invalidateSizes

2
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(1) DDASR is effective in recommending appropriate API sequences for developers in the majority
of cases. Results in Table 10 show that the average scores given by the six developers for
results generated by DDASR are higher than results generated by baselines. Moreover, the six
developers believe that the results generated by DDASR could either directly solve the query
problems or provide substantial help (rating scores greater than or equal to one) in a higher
proportion of all evaluated queries (over 78%). This indicates that DDASR can effectively
recommend suitable API sequences to developers. Notably, compared to developers 1–3,
developers 4–6 give fewer rating scores of zero and higher average scores. This difference is
likely due to the higher programming expertise of the first group, allowing them to more
effectively identify useful APIs. Specifically, for instance, GPT-3.5 and GPT-4 may generate
seemingly reasonable but incorrect APIs by concatenating keywords from the query into
API names. This can easily mislead developers with less programming experience, while
those with more experience are better at identifying these erroneous APIs.

(2) DDASR can generate more accurate API sequences for length queries, while its performance
may degrade if the query contains infrequent words represented as <UNK> tags. DDASR
recommends correct results for length queries like Query 4. Query 5 is also lengthy, with
only one API hitting, which cannot solve the query exhaustively. We assume this is because
some words, which occur less frequently in the query, are replaced with <UNK> tags during
data pre-processing. These words may be domain-specific keywords, thus preventing mining
the true intent of the query when training.

(3) For short queries, DDASR tends to generate correct results, especially when the query contains
words related to the API sequence or the topic of the query is precise. The generated API
sequences will get high accuracy if the query contains words related to the API sequence, like
the class name.Query 6, “end operation” contains the “Operation” class in the API sequence of
the ground truth, and the generated API sequences contain all APIs in the first two of results.
For queries that focus on a specific topic, like Query 3, which is dedicated to calculating the
standard variance and exhibits distinct mathematical characteristics, DDASR successfully
identifies the correct APIs in its second result. However, it should be noted that the sequence
of API calls in this instance is not in the correct order. There are two cases whose query or
correct API sequence in the ground truth contains an operation on “String” in Table 11. The
APIs about “String” account for a relatively large portion of the dataset. For queries that
involve only processing of String, DDASR can generate accurate API sequences. String is
only a class used indirectly, like Query 2. The most critical APIs are not recommended due to
the objective factor of popularity differences.

(4) DDASR is capable of recommending tail APIs that are useful for developers. As shown in
Table 10, among the tail API dataset, over 77% of the results generated by DDASR were
considered practically valuable (whose rating score is greater than or equal to 1) by six
developers. The proportion is dramatically higher than those generated by other baselines.
This demonstrates that DDASR can effectively recommend useful tail APIs to developers.
In Table 11, Queries 8–10 contain tail APIs in their ground truths. For instance, for Query 8,
“DTMNodeProxy.getElementsByTagNameNS” is a tail API, and DDASR generates “DTMNode-
Proxy.getElementsByTagName,” another tail API. Although they are not the same API, they
perform similar functions and are clustered into the same cluster during data pre-processing,
with “DTMNodeProxy.getElementsByTagName” as the cluster center. All six developers think
that the API sequences generated for Query 8 can provide substantial help in resolving
the query (rating score equal to 1), demonstrating that developers can derive inspiration
from the results generated by DDASR. For Query 9 and Query 10, DDASR successfully hit
the tail APIs.
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Table 12. Evaluation Results of Different Description Similarity Algorithms of DDASR
on the Python Dataset

Similarity Algorithms BLEU$ ROUGE$ MAP$ NDCG$ Coverage Time Cost (ms)

Our Algorithm 0.4858 0.6722 0.5672 0.3677 0.2247 0.0047
Cosine Similarity (Word2vec) 0.4805 0.6685 0.5611 0.3624 0.2249 0.0169
Cosine Similarity (CodeBERT) 0.4901 0.6782 0.5704 0.3685 0.2218 0.0527

The bold text represents the best performance.

Table 13. Evaluation Results on Accuracy
of DDASR on the Python Dataset When
the Weights of Name Similarity and

Description Similarity Vary

U V BLEU$ ROUGE$ MAP$ NDCG$

0 1 0.4799 0.6591 0.5601 0.3622
0.2 0.8 0.4852 0.6668 0.5642 0.3650
0.4 0.6 0.4845 0.6667 0.5624 0.3641
0.6 0.4 0.4856 0.6708 0.5661 0.3673
0.8 0.2 0.4858 0.6722 0.5672 0.3677
1 0 0.4852 0.6715 0.5670 0.3671

The bold text represents the best performance.

Answer to RQ3: The human evaluation, conducted by six developers, reveals that the API sequences
recommended by DDASR are perceived as useful. Specifically, the developers found it advantageous
to have functionally similar cluster centers suggested for tail APIs within sequences that contain
tail APIs.

4.6.4 RQ4. How Do the Different Functional Similarity Algorithms and the Parameter Weights in
the Similarity Algorithms Affect the Performance of DDASR?
Motivation. We calculate the functional similarity between tail APIs using name similarity and

description similarity. In this section, we investigate the performance of DDASR when different
similarity algorithms are utilized. Additionally, we study the impact of theweights of name similarity
and description similarity on the performance of DDASR.
Approach. We conduct experiments comparing the description similarity calculation algorithm

used in DDASR with semantic-based similarity algorithms: one based on Word2vec and the other
based on CodeBERT, to assess their impact on the performance of DDASR on the Python dataset.
Additionally, we vary the weights of name similarity and description similarity from 0 to 1, in
increments of 0.2, and evaluate the performance of DDASR on the Python dataset.
Results. Table 12 shows the evaluation results of different description similarity algorithms of

DDASR on the Python dataset. The time cost in the table refers to the average time required to
calculate the description similarity between two tail APIs. Table 13 shows the evaluation results on
the accuracy of DDASR on the Python dataset when the weights of name similarity and description
similarity vary. The values of U and V represent the weights of description similarity and name
similarity, respectively, when calculating the functional similarity between tail APIs.

(1) Different description similarity algorithms do not significantly impact the performance of
DDASR; however, the syntactic similarity algorithm we use has an advantage in terms of time
cost . As shown in Table 12, the syntactic similarity algorithm used by DDASR requires the
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least computation time, while the cosine similarity algorithm based on CodeBERT takes the
longest. In terms of accuracy, the cosine similarity algorithm based on Word2vec presents
poor accuracy, while the one based on CodeBERT achieves the best, though the difference is
not significant. For diversity, the cosine similarity algorithm based on Word2vec achieves the
best coverage, while the one based on CodeBERT performs the worst, and the differences
among the three similarity algorithms are alsominimal. Compared to the two cosine similarity
algorithms, our syntactic similarity algorithm only slightly decreases by a maximum of 0.88%,
0.88%, 0.56%, and 0.22% on the accuracy metrics BLEU$ , ROUGE$ , MAP$ , and NDCG$ ,
respectively, and by a maximum of 0.09% on the diversity metric. At the same time, it reduces
the computation time by at least 72.19%. Given the large number of tail APIs in our task,
calculating the description similarity between all pairs of tail APIs requires substantial
computational resources. Therefore, balancing both time efficiency and performance in terms
of accuracy and diversity, we choose syntactic similarity to calculate the description similarity
between tail APIs.

(2) Descriptions are more important than names when calculating the functional similarity between
tail APIs. As shown in Table 13, DDASR performs the best when U = 0.8 and V = 0.2.
However, the weights of description similarity and name similarity do not significantly affect
the accuracy performance of DDASR.

Answer to RQ4: Using different similarity algorithms to calculate the description similarity between
tail APIs has little impact on the performance of DDASR, but the semantic similarity algorithm
we use can significantly reduce time consumption. In the functional similarity between tail APIs,
description similarity is more important than name similarity.

5 Threats to Validity
This section discusses potential threats to the validity of our research and experimental design.
Internal Validity. Threats to internal validity, primarily concerning experiment bias and errors,

manifest in aspects such as dataset construction and baseline replication [15, 48]. We correct the
mismatched parentheses in the Java dataset, which could potentially introduce errors, such as the
occurrence of redundant parentheses. To mitigate this threat, our developers conduct a manual
inspection, and we have also made the processed dataset publicly available. Moreover, the popularity
difference of APIs exists objectively, which is not considered in the original open source Java dataset.
To mitigate this threat, we employ the hierarchical sampling method to build a diverse dataset with
the same distribution of query-APIseq pairs containing tail APIs in the test set as in the training set.
Additionally, we conduct multiple checks to ensure that questions in the test set are not included
in the training set. Another threat to internal validity, the implementation of baseline approaches,
is discussed from the different categories of baselines. For DeepAPI, CodeBERT, and CodeTrans,
we directly utilize their open source code or models. Nevertheless, we modify BIKER to make it
applicable to our study. For DGAS, we replicate the algorithm and parameters as described in the
article. Despite this, there is somewhat of a threat to implementing BIKER, DGAS, and DDASR. To
mitigate it, we have conducted multiple code reviews by recruiting experienced programmers and
made the source code available on GitHub.
External Validity. External validity refers to the extent to which the results can be generalized

beyond the scope of the study. We explore the threats to external validity, which pertain to the
generalizability of DDASR. The pairs of query and API sequences in the datasets we use are based
on Java and Python. Although the evaluation of two programming languages has validated the
generalizability of DDASR to some extent, there is still the possibility that our model may not work
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well with other libraries or programming languages. To further validate the model, we will collect
more data from other libraries and programming languages for training in the future. Moreover, Gu
et al. [21] mined the open source Java dataset by extracting projects from GitHub with more than
one star. The constraint indeed introduces some unreliable code. In our evaluation, to maintain a
fair comparison with the baselines, we do not modify this restriction. However, to mitigate this
threat, we introduce a Python dataset mined by extracting projects from GitHub with more than
five stars.

Construct Validity.Threats to construct validity relate to the suitability of our evaluationmeasures.
We use BLEU, a widely usedmetric in the translation task, to evaluate the accuracy of API sequences,
because generating API sequences from a query can be analogous to translating. MAP and NDCG
are the classical accuracy evaluation measures in recommender systems, which are also widely
used in the software engineering field. Coverage is widely used in diversity recommendation as an
evaluation metric for the proportion of recommended items. In addition, to assess the impact of
the pseudo ground truth on evaluating authenticity, we introduce a restored veritable accuracy
metric to mitigate bias. As a result of different coding habits, developers have different ways of
implementing requirements when completing development tasks. However, there is only one
correct way to solve the query in the ground truth of the dataset. We utilize a user study to mitigate
this threat through manual evaluation by developers with programming experience.
Conclusion Validity. Conclusion validity concerns how much the experiment setting influences

the observed result. The baseline approaches split APIs into fragments for data pre-processing
and experimental evaluation, while our study regards a complete API as a basic unit for the two
stages. This difference presents a potential risk to conclusion validity. To address this, we conduct
an ablation experiment with DASR, a variant of our approach, assessing the impact of training
solely with aggregated API fragments.

6 Conclusion and Future Work
In this article, we propose DDASR to recommend API sequences automatically for developer queries.
Our study highlights the importance of incorporating diversity in API sequence recommendation,
particularly with tail APIs. DDASR can recommend functionally similar tail APIs, helping to
mitigate the long-tail effect. For programming tasks, recommending APIs with similar functionality
can provide heuristic assistance to developers. We achieve this by clustering tail APIs based on
function and substituting them with cluster centers to create a pseudo ground truth, followed by
recommendations based on Seq2Seq and LTR techniques. Due to the outstanding performance of
LLMs in natural language processing tasks, we also leverage widely adopted LLMs for learning
query representations. The evaluation with state-of-the-art baselines on the original Java dataset
confirms DDASR’s accuracy. Experiments on the diverse Java dataset and the Python dataset show
that DDASR can achieve the best diversity without significantly reducing accuracy.

In DDASR, we utilize lightweight syntactic similarity to calculate the functional similarity be-
tween tail APIs. Moving forward, we plan to explore the performance of other similarity algorithms
in clustering tail APIs. Additionally, DDASR provides developers with cluster centers of similar
functionality among tail APIs due to the construction of the pseudo ground truth. In the future, we
will also consider how to achieve more precise recommendations of tail APIs. Considering the per-
sonalized coding styles of developers, multiple API combinations may fulfill the same requirement,
suggesting that the API sequence in the ground truth is not the only correct solution. In the future,
we hope to satisfy personalized and multi-objective API sequence recommendations from various
aspects of dataset construction, model improvement, and innovation in evaluation metrics. We also
plan to integrate a broader range of refined tail APIs into the sequences to further improve DDASR’s
performance. Furthermore, we intend to apply DDASR across more programming languages and a
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wider range of requirement domains. LLMs perform well in automated code generation tasks, while
they tend to write code rather than apply existing APIs [69]. Focusing on the importance of API
recommendation in automated code generation [41] to enhance the readability and maintainability
of code generated by LLMs will be a future research direction for us.
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